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7'%&�� 'DWDEDVH�&RQFHSWV )DOO�����

2EOLJDWRU\�6RIWZDUH�([HUFLVH
'XH�GDWH��'HFHPEHU����������DW�����

1RWH��This exercise may be submitted as late as January 10, 2002 at 1700
without loss of points for late submission.  However, if it is not submitted on or
before December 21, 2001 at 1700, then it may not be graded in time to
receive a course grade within two weeks after the first examination.
     After January 10, 2002, late penalties begin to accrue in any case.

2YHUDOO�3XUSRVH�
The purpose of this exercise is to provide some experience in database
programming, and with ODBC using C as the host language in particular.  Key
points include the following:

• The final product must work with an Access 97 database, using ODBC 3.0
calls, with the program written in C and built using Microsoft Visual C++
6.0, as installed on the departmental machines which run Windows NT.

• You are of course free to develop the software on any platform, and in any
environment, you wish, as long as the final product is compatible with the
specifications identified above.   If you desire to use C++ instead of C, you
must obtain the written permission of Jonas Westling in advance.

• The user-program interface must be a console (text) interface.  If you wish
to deviate from this norm and implement a GUI, you must obtain the
written permission of Jonas Westling in advance.

*HQHUDO�'HVFULSWLRQ�RI�6XSSRUWHG�7DVNV�
The overall task is to write an interactive, menu-based interface to a database
built upon the Company database schema of the textbook of Elmasri and
Navathe (See Figure 8.1(a)).  The interface must be capable of managing the
following tasks.

1. Change the name of a project.
2. Change the location of a project.
3. Change the department in which a project is located.
4. Add an employee to a project.
5. Delete an employee from a project.
6. Change the number of hours which an employee works on a given project.

The old and/or new value may be null.
7. Display a summary report for a given project, which lists, the project name,

number, location, and department, as well as a list of all employees
working on that project, showing SSN, all names, and number of hours.  A
separate binary field (yes/no), indicating whether or not an employee has a
null hours field for that project, should also be part of the summary.
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8. Display a list of all RYHUWLPH�HPSOR\HHV; that is, all employees who are
working more than 40 hours per week (on all projects combined).  The list
must give the full employee name and SSN, as well as the number of
hours worked.  Nulls do not affect the hours total.

'HWDLOV�RI�WKH�'DWDEDVH�6FKHPD�
1. Due to limitations in the features of Microsoft Access, the Company

schema cannot be implemented exactly as shown in Figure 8.1(a) the
textbook.  The modified schema to be used is similar to that which is
embodied in the VBA and C generation programs provided on the course
web page.  Note that a null value for the hours field of the Works_On
relation LV allowed.

In addition, there is one major compromise in the schema declaration which
must be made, due to a limitation in Microsoft Access:
2. Because Access does not support the decimal SQL type, the value for the

Hours attribute of the Works_On relation is represented in the schema
using tenths of an hour, or GHFL�KRXUV.  However, in your interface, in both
input and output situations, the actual hours value must be used.  Thus,
your program must perform some simple translation of format.

Finally, there are some “implicit” constraints in the schema which are not
characterized in Figure 8.1(a) of the text, but which your program should
enforce:
3. The location of a project must be one of the locations of the department

which controls the project..
4. The number of hours which an employee works on a project must be

positive or null.  Zero or negative values are not allowed.
5. The total number of hours which an employee works on all projects

combined must not exceed 80.  Null values should be ignored in making
this computation.

1DWXUH�RI�WKH�8VHU�,QWHUIDFH�
The primary goal of this project is to obtain experience in database
programming, not the design of user interfaces.  Therefore, the interface is to
be a simple text-based menu-driven application, which prompts the user to
select one of a number of choices, and then prompts for input values and/or
provides output values.  Part of the top level might appear as follows:

Enter the number associated with your choice:

0: Exit the program
1: Change the name of a project.
2: Change the location of a project.
...
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Some selected items may have further sub-menus, of course, and most will
require further interaction with the user.

The interface must have the following features:
1. It must prompt repeatedly for new queries and then execute them, until a

special menu item which terminates the session is selected.
2. There should be an “abort” key, which allows one to abort the current

query and back up “one level” in the menu interface.  The keystroke used
in Emacs for this purpose, Ctrl-G, is a good choice.)  It must be possible to
type this key at any point in an input sequence, and realize the action
immediately.  This implies that input must be processed character-at-a-
time (H�J�� by using _getch())), and not by using scanf() or one of its
relatives���Multiple levels of aborts would be a plus, but are not absolutely
required.

3. Within entry of data at a user prompt, it should always be possible to erase
the last character which was typed using the backspace key.

4. The program must absolutely not require the user to input SQL
statements.  The interface is to be usable by a “naive” user who can only
select menu items and type simple text values at prompts.

5. It must present tabular results in a neat and organized fashion, with
headings, and it must provide reasonable clarification for other information
displayed or actions taken, including those taken du to incorrect or
otherwise inappropriate input.

)XUWKHU�1RWHV�RQ�WKH�,PSOHPHQWDWLRQ�
1. Although concurrency directives are not part of this project, the software

must nonetheless be written with an eye towards the idea that concurrency
is an issue.  To this end, the program must not “cache” values which it has
computed on one query so that they may be used in the next.  Rather, it
must fetch all required values directly from the database for each new
query.

2. Values for input values for hours should be rounded to the nearest tenth.
3. When an update cannot be executed, the reason must be stated.
4. The ODBC name for the database to connect to must be Company.
5. ODBC calls must be used when appropriate.  For example, to bind

variable parameters in an SQL query use the API call
SQLBindParameter; GR�QRW�EXLOG�WKH�TXHU\�E\�FRQFDWHQDWLQJ�VWULQJV
FRQWDLQLQJ�WKH�SDUDPHWHU�YDOXHV�DQG�WKH�TXHU\�WHPSODWH�LQ�&�

6. The program should not make modifications to the instances of the
Employee, Department, or Dependent relations.

8VHU�0DQXDO�
It must be possible to learn to use the software without (a) having to read the
source code, and (b) without having to experiment excessively.  To this end,
the project submission must include a concise user manual which explains
how to use the software.
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:KDW�WR�7XUQ�,Q�
The following items must be submitted as hardcopy:
1. The user manual for your software.
2. The source code.
3. A transcript of a session which illustrates the principal features of your

software package.  A suite of test queries, as well as test database, may
be provided at a later date.

The following must be submitted in electronic form, to the e-mail address
proj-tdbc86.
1. A Zip file containing the user manual, source code, and the executable

object for your program.  The file must be compatible with the WinZip
program, which will be used to unpack it.

)XUWKHU�1RWHV�

• As stipulated in the course syllabus, this exercise may be done either
individually, in a group of two, or in a group of three.

• Remember that there are point penalties for late submission.  See the
course syllabus.

• For this project, quality points will also be awarded.  Thus, the number of
points received for this work will depend both upon when it is submitted,
and upon the quality of the work.

• It is not allowed to copy the work of others.  The submission must be the
original work of the individual(s) in the working group.

• The grader reserves the right to interview members of the working group
about the solution.

• Remember that a correct solution must work for all instances of the
database, and not just the Access database provided.

• Grades for solutions submitted after the due date may not be recorded in
time to be included with results for the first examination.

• If you have solved this problem for a previous offering of the course, you
may re-use your old solution, subject to the following conditions: (a) You
may not work with any partners, except possibly those with whom you
worked to prepare the solution in the previous course.  (b) You must
explicitly note any partners from the previous course with whom you
submitted a joint solution for that course.  Note that grading criteria may
not be identical between years, so that a solution which was found to be
satisfactory last year may not be evaluated similarly this year.

• )LQDOO\��UHPHPEHU�WKDW�DOO�ZRUN�IRU�WKLV�FRXUVH��LQFOXGLQJ�WKLV�SURMHFW�
PXVW�EH�LQ�(QJOLVK���<RX�ZLOO�QRW�EH�JUDGHG�RQ�WKH�ILQHU�SRLQWV�RI
(QJOLVK�JUDPPDU���+RZHYHU��LI�\RX�DUH�QRW�UHDVRQDEO\�SURIHVVLRQDO�LQ
WKH�SUHSDUDWLRQ�RI�\RXU�ZRUN��IRU�H[DPSOH��LI�\RX�GR�QRW�ERWKHU�WR�UXQ
\RXU�XVHU�PDQXDO�WKURXJK�D�VSHOOLQJ�FKHFNHU���WKHQ�\RX�PD\�ORVH
VRPH�SRLQWV�
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